## 4. The Fixed Orders

### 4.1 Introduction

It was show in 3.4 .7 that when reading information from locations with addresses in the range 0 to 95 there are two sets of locations from which the information oan come. It is important to understend that this duplicetion of the first 96 locetions only concerns reed operations. Thes riting informetion into the store, the normal order store is alvays used. The second set of 96 locetions from which information can be read is the fixed order store. at any one time only one of the two possible sets of locations 0 to 95 are availeble for fetch operations and the execution of a 27 order removes the current set and makes the other set available. The computer is started by pressing the Initisl Start Button. This causes the arithmeti and control unit registers to be cleared, with the exception of the 7-Bregisters which are undisturbed. It also assigns the fixed order storc to be available for fetching operations. On pressins the go button, the computer will fetch and obey instructions in sequence starting from the loontion enecified by the control counter. is one of the effects of the Initial Start Bution was to set the control counter to zero, the first instruction to be obered will be taken from location of the fixoc orcier store. This is the first instruction of the fixe? order grograme which
 read in, converter to binary instruction form, and stored in sequonce stanting from a specified load point.

Instructions re punched onto 5 chamel pener tope by mons of ceneed Teleprinter and have the followins form
F.B.N
followed/
followed by either a spece character or by cerriage return + line feed characters. $F$ is an nsigned integer in the renge

$$
0 \leq F \leq 63
$$

representing the functica munor of the irstruction. $B$ is an unsigned interer in the range

$$
0 \leqslant B \leqslant 7
$$

representing a modifier aderess. If $P$ is zero the instruction can be written as

## F.N

ii is a signed or unsigned integer as follows
signed $-1024 \leqslant N \leqslant 1023$
unsigned $\quad 0 \leqslant N \leqslant 2047$
Durinc the formetion of en instruction by the fixed orders, is formed as a 20 digit integer and added to the pertiolly formed instruction which is the binary equivalent of

$$
\text { IT, B. } 0
$$

 digit of the $B$ part of the binary instruction. The followins two examples demonstrate this

On Tope In Decimal
5.3.-1
7.0.-3

When punching instructions in the cono foms any number of spaces are allowed
 and . . The initial orders will also read in date in the form of signed integers in the following range

- $524288 \leqslant n \leqslant+524287$

If an integer is positive the + sign may be omitted.

### 4.2 Directives and Items

In the following it will be useful to denote "carriage return", "line feed" and "space" characters by cr, if and sp respectively;

Instructions formed from punched paper tape via the initicl orders can either be placed in the store as part of a programme or they can be used as a means of providing control over the execution of the initial ofders. This latter form of instruction is called a directive. $\therefore$ directive differs from a normal instruction in that it is immediately followed by an choracter. Thus a directive is printed in the form

$$
\text { F. B. } N=
$$

Integers and instructions which are not directives, are called items. Items usually occur in strings and each item is terminated by cr, lf or sp. A string of items may be preceeded by cr, if or sp. A directive must preceed a group of items, and the directive instruction is obeyed each time an item has been read in and converted to binary ond its terminator, i.e. sp or or lf, is recognised. When the directive is being obeyed, the item which was last read is held in the M-register. Bech time the directive is obeyed 1 is مततod to its eddress pert and it is held ready to be obeyed when the next item hes been converted and its terminator recognised. These facilities have been included so thet the following instruction can be used as a dircctive for storing prosrame instructions in sequence from on sivan 7nad point:-

$$
\text { 40. } n=
$$

Following this directive are the instructions which form the prownme being read. Each instruction is an item which must therefore be terminated by or If or sp. The instructions of the prograrme are stored in consecutive locetion. starting from $n$. When the last item of a programme has beeu read in it remains/
remains to enter the programme at the required point. This is usually done by the following directive and item
$27 \mathrm{~m}=0 \mathrm{cr} \mathrm{lf}$
The instruction $27: m$ is a directive as it is folloned by an $=$ character $O$ is an item s it is followed by or lf: On reading and recognising the terminator or If the initicl orders would cause the instruction $27 . m$ to by obeyed. The computer would then prepare to obey the instruction stored in location $m$ while at the same time making the first 96 words of normal order store availdole far read operation. Example of a programe tape with directives:

Instruction
40. $0=$
5.1.10
20.1.3
14.I.1 Count and jump
0.1

Stop
$27.0=0$ cr Directive, enter programme at locetion 0
The programme would be enetered in the store as follows.

| Locstion | Contents |
| :--- | :--- |
| 0 | 5.1 .10 |
| 1 | 20.1 .3 |
| 2 | 14.1 .1 |
| 3 | 0.1 |

3
0.1

### 4.3 Lebels and Relative ddresses

## 4.3:1 Relative jddresses

Up to this roint a programe once written can only be obeyed povided that it is entered in the correct part of the store. Hence a programe written to fit one part of the store would differ from the same paogramme written for another part as, for example, the nddressed used in fump instructions within the prograrme would be dieferent in each case. The initial orders provide a facility which allows the programmer to write his programmes using a relative addressing system, so that at writing time the absolute values of store locations are never used. When it is rocuired to enter the progromme in tho store an $\varepsilon$ asolute address is used in the store directive which preceeds the programme. On reading the instructions of the programme, the initial ordeas can then convert relative addresses to absolute addresses where necessary. The relative addressing system allows the programmer to refer to storage locations as being a certain number ahead of, or behind, the present ins The figure shift symbol $v$ is used in the address part of an instmation when the relative addressing facility is required e.f. theinstruction.
26. $-3 v$
will cause the computer to jump to the 3rd instruction bonint this one, end the instruction

1. 2. 56 v
will fetch the contents of the Inention ra ghnar of it to Bl .
Using this fecility it is seldom necessent to uen monlints -Aतmeses mon writing a programme.

The relative sddress facility is provided in the following vay. dis an instruction is being read from tape and converted to binery the fixer ar programme/
programme has available the absolute address into which the instruction is to go. (This is supplied by adding $I$ to the store directive address eech time an intruction is stored): When a $v$ is endountered this address is added to the bottom part of the instruction being formed: If the instruction being formed is
26. $-3 v$
which is to be placed in location 624 say, the the instruction is first formed as

```
    26:-3
```

and when the $v$ is encountered, 624 is edded to its address thus giving

$$
\text { 2n: }-3+624 \text { or } 26
$$

as the final instruction to be stored.

### 4.3.2 Labels

It is possible to write instructions in the following general form
L) $F: B \cdot N$
where $L$ is an integer greater than zero. The lebel $L$ may then be referred to in SUBSEQUETI instructions by using the figure shift symbol $v$ followed by the integer $L$, e.g.
26. vl
will cause $\varepsilon_{i}$ jump to the instruction lobelled 1. The initial orders supply this facility as follows. On encountering the label L) preceeding an instruction the initial orders store the address of the instruction in label store $I$, whose actual address in the normal order store is $100+$ L. When the label is used in an instruction aL the initial orders then add the contents of $100+L$ to the instruction. Labelling is therefore on extension of the relative addressing facility, and it is possible to refer to instructions relative to a labelled instruction, e.g.

## 26. $-3 v^{2}$

will cause a jurip to the instruction 3 behind the instruction which is labelled 2.

## 4:4. Using the Initial Orders Frogramme

The initial orders provide a convenient means of entering programme in the core.store: It is possible to include a title with a programme. A title is defined to be a series of characters beginning with IWO "letter shift" characters and ending with "line feed". Titling can appear in front of, or between, items and directives. A record of titles is punched onto paer tape when a programme is being read by the initial orders.

The following is an exception to the rules for punching ingtructions which were described in the previous sections:- It is not pdssible to use any of the following instructions
32. $-N$
32. -Nv
32. -NvM (N, M integers)

These will all cause permanent overflow to occur in the initial orders programme. It was shown in section 4.2 that the directive
40. $N=$
is usefal for storing a programme from location $N$ onwards. Due to the necessity of including this on the same tape as the programe, the load point $N$ must be decided before run time. The following device allows the selection of a load point from the Hand Switches at run time:-

$$
\begin{aligned}
& \text { 61. } \quad 99=0 \\
& \text { 40. }-1 v=
\end{aligned}
$$

This works as follows. The normal order location 99 is used to hold the current directive and when this directive is obeyed 1 is added to its address part and the resulting address is copied into location 100. Location 100 therefore contains the address/
address into which the next item is to go when the directive in use is
40: N $\mathrm{N}=$
If a $v$ is encountered in an instruction the contents of location 100 are added to the address of the instruction as descrived in section 4.3:1. The pair of directives above make use of this facility. Then the directive

61: 99
is obeyed the Hand Switch setting ( $N$, say), is read into location 99,1 is added to it and the result $\dot{\sin }$ copied into Iocation 100 . When the v in the second directive is encountered the contrits of location 100 are added to the instruction being formed. Hence the second directive is formed as

$$
\text { 40. } \quad-1+N+1
$$

or

## 40. N

This directive will then store the items whirn follow it, starting at locetion A further facility provided by the initial orders is that of clearing the core store locations prior to reading a programme. This is done by entering the initisl orders programme at loceition 50.

A useful set of directives with mich to stert a progremme is

$$
\begin{aligned}
& \text { 26. } 50=0 \text { clear store } \\
& 0 \text {. } 1 \therefore 0 \text { stop to allow } \mathrm{H} / \mathrm{S} \text { to }{ }^{\circ} \mathrm{set} \\
& \text { 61. } 99=0 \text { Read H/S to directire stone } \\
& \text { 40. -IV }=\text { Stone as per IT/S esting }
\end{aligned}
$$

An extension to the relative addressing fecilities of the initial orders is provided by the use of the "figure shift" symbol $n$, which can be used in any position which is legitimate for $v$. The effect of usinc $n$ is to subtract the address/
address of the current location from the address part of the instruction being formed.
\{manually transcribed replacement for illegible page\}

### 4.5 The Use of Normal Store by the Initial Orders Programme.

The initial orders use certain normal store locetions for holdine date end Intermediate results required in the formation of $i t e m s$ and directaves. They are as follows

| Store Location | Use |
| :---: | :---: |
| 96 | Chernoter storo |
| 97 | integer store |
| 98 | ísur stone |
| 99 | uspotise 3tre |
| 100 | loca*ion counter |
| 101 | stowe for adireas of lebel 1 |
| 102 | store for didress of label 2 |
| ** | store for address of lejol. |
| -* | store for adrress of labal .. |
| $100+L$ | store for address of label L |

 items of the programs betng reca in.

A block diagrom, and the instructions of the in tinl orens profromo are Eitc in the Appotadix.
4.6 Subroutines:

It is often required that the same group of instructions are to be obeyed at different points in the same programme: It would be wasteful of store to include these instructions at every point they are required; instead, the use of a sub.... routine means that the set of instructions need only be included once.

A subroutine requires two types of data
0) The data upon which the instructions are to operate in order to produce the result.
b) The address to which control is to be transferred after the instructions in the subroutine have been obeyed.

This second type of information is called the Link. In the event that there are several possible exits from a subroutine more than one link may have to be suplied. The following example shows how entry may be made to a subroutine from a prozromme

```
instructions of programme
)
```

5. 6. 2 V
1. V4
store address of two locetions ahead (Iink)
Jump subroutine labelled 4
instructions of progmamme

The subroutine mold heve to have the following form
4)

```
inswuctions o? sיmouting
```

26. I. 0 Jump to Incation apecified by Bl (link)

The following points must be noticed:-
a)/

Man
a) The subroutine instructions would have to appear before the main programme so that the use of the label 4 in the instruction

$$
\text { 26: } \quad 74
$$

would be valid;
b) The instructions of the subroutine must not destroy the contents of Bl which contains the address at which the main programme is to be resumed. If Bl were required as a working register by the subroutine then the subroutine could be modified as follows
4) I. 1. Nv store lint IN instructions ahead
$\{$ Instructions of subroutine (N. 1 in number)
26. 0 Jumy as per link.

Irote that the instruction

1. 2. Nv
stores the contents of B1 in the bottom 11 digits of the instruction
1. 0
and the top digits of this location are unaltered.

## 5. Operating Instructions

5.1 Description of Cueraton's Console. The anpendix contains a dirgran of the console. The following explains the symbols, indicators ond controls which apper,

Supply Switch and Indicato: - In the SUPTY Cos tion the awtoch provides power to all comuter uaits, ca first switonng on, both lights should be of until the IS button is pressod. Wherastar the PORR PATLURR Fight should remain
 light coming $O R$.

Fulse Repitition Irequency Switch - This coatrols the matom oscilletors of the computer. In the YORM (normal) position the master oscillaton produces 56000 pulses per second. In the SIJO: position 2 pulses per second ore produced. This enables the slored-down operation of the computer to be seen by geans of the monitor switches and indicator lights. In the single nosition pulses are producer by means of the SIIGIR DIGIT button.

B-Register and Control Counter Eonitoring - This is accomplicied by means of o set of 11 indicators and a moithring saitch on the top right hand side of the centre ponel.

Honitoring of Other iesisiers - This is come using we suito bolow the B-register monitor suitch jon conjunotion ain the an indidators ecross the centro of the console. As the 1 regighen ana only in ciotion the troutioth (leftmost) aicit is redundent men the switic is at I .

Overflow Monitoring - As thero are oniy 20 indicators on the front wenel the overflow digit of the $\mathrm{F}, \mathrm{S}$ and $D$ rogistera aro not displared. in overflor indicaton is situated on the left of the diaz which indicetes the condition of overflct in the register/
register selected by the monitor switch. The OFF light is ON when the contents of the selected register are in the temporary overflow condition.

Store Indicators - These indicate that either the fixed or normal order store locations are availeble for read operations using addresses 0 to 95. Hand Switoh/Normal Control - This provides a means whereby instructions set up in binary on the hand switches may be obeyed. If instructions are obeyed from hand switches (switch in HS position) the normal process of incrementing the dontrol counter by 1 at the end of an instruction is inhdbited. Jump instructions are obeyed correctly from hand switches. Instructions are normelly obeyed from hand switches with the computer in the "single-shot" mode.

IS Button end Indioator - By pressing the IS (initial start) button the $\mathrm{I}_{\mathrm{s}} \mathrm{L}, \mathrm{D}$, S, C, V and C.C registers are set to zero and the fixed order store is made available. The computer is then ready to obey the initial ordel programme starting at location 0 of the fixed order sotre. After the first IS has been given the FOUER FAILURE light should be OFF. Notice thet IS does not clear the B-register. GO Button and Indicator - The GO button provides a means of starting the oomputer when it is stopped and no failure indication is present. Hormal use of the GO button is encountered after depressing IS in which case GO causes the initial orders programme to be obeyed. With the computer in the "single-shot" mode the GO button may be used to obey instructions one at a time. If the computer has been stopped by an optional stop or normal stop instruction, pressing the Gotion will cause the machine to be restarted.

Single Shot Switch and Indicator - It is possible to obey instructions one at a time by setting the SS/NORM switch to SS. This stops the computer at the end of the current instruction and it can then be restarted for one instruction by pressing the/

## n M M

the GO button. By putting the SS/MORI switch back to NORM and pressing the GO button the computer will obey instructions continuously, If the computer has arrived at a stop of any kind the Control Register(c) will contain the last instruction to be obeyed and the Control Counter (CC) will contain the address of this instruction: When the $G O$ button is pressed $I$ is added to the Control Counte: and so the next instruction is selected.

Optional Stop Switch end Indicator - It was mentioned preriously that instructions of the form
O. B. N
would only cause the computer to stop under certain conditions. If the switch is in the OST position, optional stops will be operative othervise the optional stop instructions will have no effect. The optional stop facility is often of use in programme testing.

Stops - Eight indicator lights are grouped together as the STOFS indicators. If for any reason the computer should stop then one or more of the STOPS lights will be ON. The conditions under which each light comes on are as follows SS - Single Shot switoh is up.

OST - Optional Stop switch is $\mathbb{T}$ and an optional stop hes been oboyed.
WAIT - After IS and Before GO has been pressed, or after obering a normal ston instruction, or because ay other stop has or unet,

ABS - After the instruotion

$$
0.0 .0
$$

has been obeyed, or after an insiruction those function number is urassigned has been obeyed, or POF, or OS, or TOF hea ocrured.

IO - After an input/output failure has occur: 1.
OS/

OS

- An instruction which does not use function number 24 follors overshift by a normalise instruction.

TOF - An illecitimate insuruction has been obeyed when tempcorry overflov is indicated in $\mathrm{S}, \mathrm{S}$ or D .
N.B. When temporary overflow exists the only legitimate instructions ere those which use the folloring function numbers:- 35, 36, 37, 38, 39, 25, 16, 17.


If the ABS light in ON the comprton har atoped booeuse of an error which camot be rectified. It is possible to continve with the progreme under these conditions by pressing the OR (over-ride) button. The $G R$ light will then come on to indicere thr', the computer hes previnusly encountered a mejor earor.

The Dial - This provides a means of entering information into the li. Recirter. The Dial is intended to rork under mograme control and it may only be used legitimately after a normal or optional stop hes been obeyed. If this is so, then dialling the digit 5, for ermple, will add 5 in bingry to the curoent contents ne the li-register and prorice a Go signal after this hos been done. Dielling the digit 0 will couse 10 to be edded to toe womister.

Input-Output Ingicatore at woorav only invej cheno I and oviput chomel 0

 that an input/ourui sonafen hes been initiator wit arten a reasonole time she input/output derice has not nerformed the trenser, whe ro 9 whe indicator on the output chennel will come on when the amomis of teo aveilable is less than a certain minimum. The NO TAPE anc TAPB :UMTRD indicotors ell cause an IO stop on
 tre NC TAPIE OVER-PTDF stton.

| 0 | 55. 10 | D : = 10; |
| :---: | :---: | :---: |
| 1 | 5,2.90 | B2 : = 0; Initisl Ghift; |
| 2 | 5.3.15 | B3 : = 15; POR LIUS (and 1064) |
| 3 | 5.4:0 | B4 : = 0; FOT-RITH, YOT-RGFEREMCJ; |
| 4 | 10. 98 | Store or clear item store; |
|  | 31.97 | Store or clear integer store |
| 6 | 10.1.96 | Q, ${ }^{\text {P }}$ to Bl and to cheracter tore; |
| 7 | 32. 35 | Futpart of digit pattern into L; |
| 8 | 43. 64 | ddd other part into m ; |
| 9 | 38.1. 0 | Shift the pattern as per Bl; |
| 10 | 22. 31 | Jump if not a digit; |
| 11 | 56. 97 | A : + $10 \times \mathrm{previous} \mathrm{integer;}$ |
| 12 | 8.1. 2 | and out the parity bit: |
| 13 | 1.1 .96 | cheracter store : = true disit. |
| 14 | 33. 96 | Added to I |
| 15 | 6.4 .1 | Add to ensure $\operatorname{ARITH}(\mathrm{B4} \neq 0)$ : |
| 16 | 26. 5 | Jump to store ner integer; |
| 17 | 12.1. 6 | Jump to MAD for $\operatorname{Mr}=31$; |
| 18 | 6.1 .20 | ad for $==10$; |
| 19 | 13.1.22 | Jump if not $=$; |
| 20 | 41. 99 | directive store $:=A$; |
| 21 | 26. 47 | Jump to collate directive address; |
| 22 | 14.1 .26 | Jump if not - $=11$; |
| 23 | 5.3.0 | B3 : = 0 for ITUS; |
| 24 | 13.4 .42 | Jum to stop if MRTTE; |
| 25 | 6.4 | Jump to store zero or re-store: |
| 26 | 14.1.28 | Jump if not $\mathrm{V}=12$; |
| 27 | 26. 91 | Jump to join n ; |
| 28 | 15.1.32 | Jumi if not space $=14$; |
| 9 | 13.4.10 | Jump if mRTE; |
| 30 | 26. 6 | Jump to XAD; |
| 1 | 13.1.54 | Jump if $\mathrm{Bl} \neq 0$; |
| 32 | 13.2 .42 | Jump to stop if SiBS.ET Crat, |
| 33 | 6.1 .8 | dd for $\Gamma=6$; |
| 3 | 13.1 .29 | Jump if not); |
| 5 | 12.4 .37 | Jume if not Caran O |
| 6 | 0.0 .0 | Stro: |
| 7 | 2.1 .97 | Bl : = 97. |
| 38 | 12.1.46 | Jump if integer is 0 ; |
| 9 | 0.0 .0 | STOF: |
| 0 | 13.1 .42 | Jump to gon unless C ? or Sp; |
| 1 | 17. 99 | S99 : = next order; |
| 2 | 0 | Obey directive (Smy if jump entry) ; |
| 3 | 42. 11 | $\mathrm{A}:=-\mathrm{ve} ; \quad$ - |
|  | 37. 17 | A : $=-1$ \% |
|  | 46. 99 | S99 : = $599-(-1)$ : |
| 6 | 42. 99 | A : = directive; |
| 7 | 48. 95 | Collate for directive address; |


| 48 | 4011100 | S $100+\mathrm{Bl}:=$ Address |
| :---: | :---: | :---: |
| 49 | 25. 1 | Jump to Resume; |
| 50 | 511.1024 | ITOTRLITD |
| 51 | $40,1 \times 2047$ | TO CLer $\quad$ Meeds $A=0$ |
| 52 | 14.161 | IhIH to clear |
| 53 | 26.0 | STORE Sldez |
| 54 | 42. 97 | $A: \leq 97 \%$ |
| 55 | 12.4.58 |  |
| 56 | 17\% 97 | Wext order becomes $42.100=597$ |
| 57 | 42. 100 | $A:=S 100+897$ |
| 58 | 73.367 |  |
| 59 | 40. 97 | integer sure $:=A$, clearing $A$; |
| 60 | 1:97 | $A \quad 1=0$ - 997. |
| 61 | 7.126 | B1: $=$ B1-26-0 if PUUS |
| 62 | 13.1.65 | Jump if not PLUS; |
| 63 | 563.15 | B3: = 15 for S US and 1064 ; |
| 6 | 26.3.9 | Jump to zasn mith TTMUS at 1064; |
| 69 | 14.1.81 | Jump if 1 1 ¢ 27 |
| 66 | 13.4 .42 | Jump to stos if SRITH |
| 67 | 13.2.42 | Jump to Stox if SUBS UTM SHTPT; |
| 68 | 20. 96 | THTL OUTE ${ }^{\text {m }}$ |
| 69 | 6.1 .18 | Sdd for M/LT $=13$; |
| 10 | 13.1.72 | Jump if not M/IE; |
| 71 | 12.4 .6 | Jump to PmAD if phi (IF) |
| 72 | 10.1.96 | TITLE Q AD TO B1 and S96; |
| 73 | 13.1 .75 | Jump if 70 |
| 74 | 5.40 | Set phi (FICUP: SEINT) |
| 75 | 7.1 .27 | Subtract for $1=27$; |
| 76 | 13.1 .76 | Jump if not 1; |
| 77 | 5.4 .1024 | Set L (IWTTR SUITM) |
| 78 | 7.1.4 | Subtraet for $\mathrm{ER}=33$ |
| 79 | 12.1.72 | If ER jump to TITLE-READ; |
| 80 | 26. 68 | Jump to TITLT-OUTEUT |
| 81 | 14.1.83 |  |
| 82 | 12.4.84 | Jump if net a REF RXPCEt |
| 83 | 0.0 .0 | SiOT; |
| 84 | 38.2 .14 | Logie shift (14 DTTT ELY Trm 11) |
| 85 | 5.2 .2045 |  |
| 86 | 43. 98 | $A$ : $=A+$ previous part item\% |
| 87 | 26. 2 | Jump to SUBSEutar re-starts |
| 98 | 43: 98 | $A$ : $=A+$ mrevious part item |
| 89 | 14.1 .93 | Jump if not $\mathrm{n}=29$ : |
| 90 | $5 \cdot 390$ | B3 : = 0 for ITJS; |
| 9 g | 5.4:102m | Set for REFBRETEE and ARITU: |
| 92 | 26. 4 | Jumr to store an itent |
| 93 | 14.1.17 | Jtan if not CR ( $=30$ ): |
| 94 | 26. 29 | Junp to treat CR like Sp: |
| 95 | 2047 | Bit pattern for address collation: |



| OODE | i. 3. | F.S. | L.3. | 600: | F.O. | dome |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 00.000 | \%. 3 。 | DL: | $\therefore$ | 10.000 | I | 10.000 |
| 10.000 | A | I | 3 | O1.000 | : | 01.000 |
| 02.000 | - | 3 | ; | Ir.000 | 3 | 11.001 |
| 11.000 | \% |  | ; | 00.100 | . | 00.100 |
| 00.100 | D | 4 | 2 | 10.100 | 5 | 10.101 |
| 10.100 | E | , | F | 01.100 | 5 | OI.İI |
| 01.100 | F | , | - | 15.100 | 7 | II. 100 |
| 11.100 | i | $?$ | H | 00.010 | - | 00.010 |
| 00.016 | d | - | 1 | 10.010 | 2 | 10.011 |
| 10.010 | 1 | * | , | 01.010 | $\bigcirc$ | 00.001 |
| 01.010 | J | $=$ | $\therefore$ | 11.010 | t | OI.015 |
| ix.oro | < | - | $\square$ | 00.110 | - | 11.010 |
| co.110 | L | 0 | i | 10.110 | - | 00.111 |
| 10.110 | . | L. $\quad$. | , | OI.110 | / | If.iol |
| 01.150 | ! | spade | ) | 11.110 | $x$ | 00.011 |
| 11.1io | , | , | P | 00.001 | $=$ | Or.010 |
| 100.001 | P | $\bigcirc$ | a | 10.001 | $\neq$ | 10.010 |
| 10.001 | ? | > | , | 01.001 | $\geqslant$ | 01.001 |
| 01.001 | ir | $\geqslant$ | 3 | Ir.001 | $>$ | 10.001 |
| 11.001 | 3 | 3 | T | 00.101 |  | 10.111 |
| 60.101 | - | $\rightarrow$ | U | 10.101 | ( | 10.100 |
| 10.101 | $\checkmark$ | 5 | v | or.ici | ) | Or. 100 |
| 01.101 | V | 6 | 4 | 1 t .101 | , | It.110 |
| 11.101 | d | / | 人 | 00.01 I | * | 11.000 |
| 00.011 | $\therefore$ | $x$ | Y | 10.011 | $\rightarrow$ | 00.101 |
| 10.011 | r | 9 | Z | 01.011 | 3 | 00.110 |
| OI.0is | $z$ | + | L.S. | If.OII | SPACE | OI.1ro |
| 11.011 | L. 3. |  | - | 00.111 |  | II.ili |
| 00.1ti | - | - | ? | Io.ili | L.F. | 10.110 |
| 10.111 | ? | , | 8 | 01.int | C.R. | O1.191 |
| O.1III | S | \%R. | $\mathrm{F} \cdot \mathrm{S}$. | 00.000 | BLA | 00.000 |
| If.III |  |  |  |  |  |  |




Instruction Execution Times
Instruction
Unmodified
Modified.
0.0 .0
$0.0 . \mathrm{N}$
$0 . B . I T$
B-Register Operations

Input
B-Register Jumps
16
17
Output
Modifi ble Jumps
28,29

31

32,33,34

Shifts
$\frac{1}{4} \mathrm{msec}$
$\frac{1}{4} \mathrm{msec}$
$\frac{1}{2} \mathrm{meec}$
$\frac{1}{2} \mathrm{msec}$
4 msec
$\frac{1}{4} \mathrm{msec}$
$\frac{1}{2} \mathrm{msec}$
$\frac{2}{3} \mathrm{msec}$
$\frac{2}{3}$
1 meec
40 msec
$\frac{1}{4}$
$\frac{1}{4} \mathrm{msec}$
$\frac{2}{3}$
1 msec
$\frac{1}{4}$ msec $+18 \mu$ sec $/$ shift
$\frac{2}{3}$ msec
$\frac{2}{3}$ msec
Trom 1 to 5 nisec
$\doteq 10 \mathrm{msec}$
$\frac{2}{3} \mathrm{msec}$

40 mesc
$\frac{7}{2} \mathrm{msec}$
$\frac{1}{2}$ msec

1 msee
$1 \frac{1}{3} \mathrm{msec}$
豙msec + 18usec/
shift
1 msec
1 msec
From $1 \frac{1}{3}$ to $5 \frac{1}{3}$ msec
$\therefore 10 \mathrm{msec}$
1 msec
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